Lesson 3 - RollingDie in C# .NET - Constructors and random numbers

[C# .NET](https://www.ict.social/csharp) [OOP](https://www.ict.social/csharp/oop) RollingDie in C# .NET - Constructors and random numbers

In the previous lesson, [First object-oriented application in C# - Hello object world](https://www.ict.social/csharp/oop/first-object-oriented-application-in-csharp-hello-object-world), we programmed our first object-oriented application in C# .NET. We are already able to create new classes with fields and parameterized methods with return values. Today, we're going to start working on an arena in which two warriors will battle against each other. The battle will be turn-based and one warrior will decrease the health points of other one based on his attack and on the other warrior's defense. Essentially, we'll be simulating a board game, so we'll add a rolling "die" to our game so as to add a bit of randomness. We're also going to learn to declare custom constructors.

We'll start by creating a new console application and naming it Arena. We will also add a new class to our project and name it RollingDie. Let's think about the fields we'll have to add to our die in order for it to function according to our current needs. We should be able to choose the number of sides. Typically 6 or 10 sides as is standard in this type of game. Our die will also need a random number generator. The .NET framework provides one for us, which includes the Random class for these sort of projects. Our class will now have two fields:

* *sidesCount* of the int type
* *random* of the Random type, where the random number generator will be stored.

Last time, for simplicity's sake, we set all the fields of our class as publicly accessible; however, in most cases, we don't want our fields to be modified externally. In this case, we will use the *private* modifier. A field is from then on only accessible from the inside of the class and from the outside C# treats it like it doesn't exist. When we design a class we usually set everything to private and then we make public only those class members we really need to expose. Our class should now look something like this:

/// <summary>

/// Class representing a die for a board game

/// </summary>

**class** RollingDie

{

/// <summary>

/// Random number generator

/// </summary>

**private** Random random;

/// <summary>

/// Number of sides that the die has

/// </summary>

**private** **int** sidesCount;

}

**Сonstructors**

We would now only be able to set the value of the public fields from outside of the class since the private fields are not visible from the outside. We've already discussed constructors a bit. A constructor is a method that is called **while an object instance is being created**. We use it to set the internal state of the object and perform any necessary initializations. We'd create a die in the Program.cs now like this:

RollingDie die = **new** RollingDie();

The RollingDie() method is the constructor. Since our class doesn't have a constructor, C# automatically generated an empty method. However, we'll now add a constructor to the class. We declare it as a method, but it **doesn't have a return type**. Also, the constructor must have the **same name as the class name**, which in our case is RollingDie. In the constructor, we'll set the number of sides to a fixed value and create an instance of the Random class. The constructor will look like this:

**public** RollingDie()

{

sidesCount = 6;

random = **new** Random();

}

If we create the die now, it'll have the *sidesCount* field set to 6 and a Random class instance will be stored in the *random*field. We'll print the number of sides to the console, so as to visually confirm that the value is there. It's not a good idea to set the field as public since we don't want somebody to be able to change the number of sides once the die is created.

We'll add a GetSidesCount() method to the class which returns the value of the *sidesCount* field. We have now successfully created a read-only field. Meaning that, the field is not visible and can only be read by using the "GetSidesCount()" method, so it can't be changed from outside the class. C# has other structures made for these purposes, but we'll go over them later. The new method would look something like this:

/// <summary>

/// Returns the number of sides the die has

/// </summary>

/// <returns>Number of sides the die has</returns>

**public** **int** GetSidesCount()

{

**return** sidesCount;

}

Let's move on to Program.cs so we could create our first die and print the number of its sides to the console:

[Run code](https://www.ict.social/) Click to edit

RollingDie die = **new** RollingDie(); // the constructor is called right here

Console.WriteLine(die.GetSidesCount());

Console.ReadKey();

The output:

Console application6

Now we have visual confirmation that the constructor had been called. However, we'd like to be able to specify how many sides our die will have. Let's add a parameter to our constructor:

**public** RollingDie(**int** aSidesCount)

{

sidesCount = aSidesCount;

random = **new** Random();

}

Notice that we prefixed the parameter name with "a", otherwise it would have the same name as the field and cause an error. Let's go back to Program.cs and pass a value for this parameter in the constructor:

[Run code](https://www.ict.social/) Click to edit

RollingDie die = **new** RollingDie(10); // a constructor with a par. 10 is called

Console.WriteLine(die.GetSidesCount());

Console.ReadKey();

The output:

Console application10

Everything works as expected. C# will not generate an empty, aka parameterless, constructor now, so we can't create a die without passing the parameter it needs. We can make it possible by adding another constructor, the parameterless one this time. We'll set the number of sides to 6 in it since the user probably expects this value as default:

**public** RollingDie()

{

sidesCount = 6;

random = **new** Random();

}

Let's create 2 dice instances now, one with a parameter and one without (in Program.cs):

[Run code](https://www.ict.social/) Click to edit

RollingDie sixSided = **new** RollingDie();

RollingDie tenSided = **new** RollingDie(10);

Console.WriteLine(sixSided.GetSidesCount());

Console.WriteLine(tenSided.GetSidesCount());

Console.ReadKey();

The output:

Console application

6

10

C# doesn't mind us having two methods with the same name as long as their parameters are different. We say that the RollingDie() method, which in this case is the constructor, is **overloaded**. This works for all methods with same names and different parameters, not just constructors. Visual Studio offers overloaded versions of methods when we're typing them. We can scroll through the method variants with the arrow keys. This "scroll-tool" is called IntelliSense. We can see our two constructor overloads on the list:

![IntelliSense hints for overloaded methods in C# .NET](data:image/png;base64,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)

Many methods in .NET have several overloads. Take a look at the Remove() method on a string. It's good to look through method overloads, so you don't end up programming something what has already been done for you. E.g. the WriteLine() method, which you use for writing to the console, has 18 variants.

Now, let's go over how to name constructor parameters better than aSidesCount in our case. If we named them the same as the fields they initialize, we would cause an error:

**public** RollingDie(**int** sidesCount)

{

sidesCount = sidesCount;

random = **new** Random();

}

C# can't tell the two apart. In this case, the parameter would be assigned to the parameter again. We can refer to the current instance inside a class because it's stored in the **this** variable. We would use this e.g. if our die had aGiveToPlayer(player: Player) method, calling player.PickUpDie(this) inside. We'd essentially be passing itself, the concrete die instance with which we're working, to the other player by means of the **this** keyword. We won't deal with any of the "player" stuff for now, but we will set things up to reference the current instance while setting fields:

**public** RollingDie(**int** sidesCount)

{

**this**.sidesCount = sidesCount;

random = **new** Random();

}

Using this, we specified that the left variable, *sidesCount*, belongs to the instance. The right one is treated as a parameter by C#. Now we have two constructors that allow us to create different dice.

**Random numbers**

Next, we'll define a *Roll()* method in the RollingDie class, which will return a random number from 1 to the number of sides. The method will be public, meaning that it can be called from outside the class, and will have no parameters. The return value will be of the int type. We can obtain a random number by calling the Next() method on the generator. It has several overloads:

* Next(): The Parameterless variant returns a random number in the entire range of the int data type.
* Next(To): Returns a non-negative number lesser than the To bound. random.Next(100) therefore returns a number between 0 and 99.
* Next(From, To): Returns a random number between specified interval. From still belongs to the interval because it is inclusive, but To does not, because it is exclusive. Therefore random.Next (1, 101) would return a random number from 1 to 100;

The third overload suits our purposes the most, so we'll write:

/// <summary>

/// Rolls a die

/// </summary>

/// <returns>A number from 1 to sides count</returns>

**public** **int** Roll()

{

**return** random.Next(1, sidesCount + 1);

}

Do not create a random number generator in the method returning the random number. It would create a new generator for every random number and would result in the numbers hardly ever being random if at all. Always create a single shared instance of the generator, e.g. as a private field using the constructor, and then call the Next() method on it.

**Overriding the ToString() method**

Our RollingDie class is almost ready, let's add one more method before we wrap up this class. The ToString() method that we've briefly gone over in previous lessons is contained in **every** object, including our die. The method is designed to return a **textual representation of the instance**. It's handy in all cases where we need to print the instance or work with it as with text. Even numerical datatypes have this method.

We already know that C# performs implicit conversions. When we want to print a number or any other object to the console, C# calls the ToString() method and prints its return value. When creating a class, we should consider whetherToString() will come in handy. We should never make our own method such as Print() when there is already a way to handle string conversions in C#. It makes no sense to use it in our die, but when implementing warriors it could return their names. Still, for education's sake, we'll override ToString() in our RollingDie class anyway. It'll say that it's a die and print how many sides it has. First, let's try to print a RollingDie instance directly to the console:

[Run code](https://www.ict.social/) Click to edit

Console.WriteLine(sixSided);

Only the path to our class is printed to the console, which is Arena.RollingDie.

We can't just declare a ToString() method since it's already there (we'll find out why in upcoming tutorials). We must **override** it. We won't go too far in detail for now, but I want you to know what the proper usage of ToString() is. We use the **override** keyword for overriding:

[Run code](https://www.ict.social/) Click to edit

/// <summary>

/// Returns a textual representation of our die

/// </summary>

/// <returns>Textual representation of the die</returns>

**public** **override** **string** ToString()

{

**return** String.Format("Rolling a die with {0} sides", sidesCount);

}

Let's print out the die instance to the console again.

The output:

Console applicationRolling a die with 6 sides

Let's test our rolling dice now. We'll roll them in loops and see if they work as expected:

[Run code](https://www.ict.social/) Click to edit

// Create instances

RollingDie sixSided = **new** RollingDie();

RollingDie tenSided = **new** RollingDie(10);

// Rolls the 6-sided die

Console.WriteLine(sixSided);

**for** (**int** i = 0; i < 10; i++)

Console.Write(sixSided.Roll() + " ");

// Rolls the 10-sided die

Console.WriteLine("\n\n" + tenSided);

**for** (**int** i = 0; i < 10; i++)

Console.Write(tenSided.Roll() + " ");

Console.ReadKey();

The output should look something like this:

Console application

Rolling a die with 6 sides

3 6 6 1 6 3 6 2 6 3

Rolling a die with 10 sides

5 9 9 2 10 4 9 3 10 5

We've created a nice, customizable class that represents a rolling die. It'll come in handy when we get to the arena part of the application, but you can use it whenever you'd like. Hopefully, you now understand how OOP allows you to reuse components. In the next lesson, [Reference and value data types in C# .NET](https://www.ict.social/csharp/oop/reference-and-value-data-types-in-csharp-net), we'll talk about the differences between reference data types (objects) and value data types (e.g. int). ![:)](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABAAAAAQCAYAAAAf8/9hAAAACXBIWXMAAAsTAAALEwEAmpwYAAAAIGNIUk0AAHolAACAgwAA+f8AAIDpAAB1MAAA6mAAADqYAAAXb5JfxUYAAAJfSURBVHjadNNLaJxlFMbx3/kmk07NxSZUa22g3moiqAjduKsLN1LdVaKmFUEXYsGFuFFQTHDnDVyIgkKDCqKgiCvBggtX02hpQEQrxATRIiU2iZNmkvm+42JS25T4Lg/v+cN5LpGnbyKDsg5k7Bbuk3EEt6GGefJLnBS5IIJig6jEVYBHZfEa9tn+/S3yVeHNrQDBRu9LxJQiul+r3Lq6dT6tvv4ElciZ20njsvZJZmltZVFVlnYO7FLUG92ryg0XlxfBzsFhUaujnBTVK5HN0WHiJ5HXt1dLnaEJ0din/P1dA/3LRGG1VRM3PC2rUp57T19/omiRd0bOHHhYVftU1ZJ7xh39bhKcODyrfnaCqq3aP+XYyUfAh/d/rph/kaKPqN6ObI59hiPKFiOPmfj2ZTD90Bk9vxyjastbphz9ehx8/MAX/PpCF8CZyObYadxDRfQwcpwdN7LwFu0/ugL3DLD/ebJi/nXKFlGDucjm2CzuApGUF7tqR53oRZIlubYJa1AVl7z5LbI59hUeFKz909Ho66EWlNvYmKm11NE32HNp+mPkqdEnZbyvFn5uLlpd6bjj3mGNwfrlLBRhvdVx9vsLOhuVuw/tFhXkicjm6EjXRv0ZYW72gj/nWq4bucbQnh0IS+fb/lpYNby3YfTgkAikjnAw8tQBxHOyeEOgp7C+suHc/Kql822ZDAz12ntzn8a1dToVicgP1Dx1ZZSnicf/u7cWmwIiNjW5HO9v1NcPU61fVaaYlPEsdv1PmdZFfiQ8o9hob9dGsrhV5HEZhzZBgWXM4B1R/XBlnf8dAAPGCPx8B2ExAAAAAElFTkSuQmCC)

Download

[Download Arena.zip](https://www.ict.social/api/Articles-Article/file/56e9d2af82217)

Downloaded 28x (36.52 kB)   
 Application includes source codes in language C#

[Mark this lesson as absolved](https://www.ict.social/)

Article has been written for you by [David Capka](https://www.ict.social/portfolio/1)
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<https://www.ict.social/csharp/oop/rolling-die-in-csharp-net-constructors-and-random-numbers>